**State Design Pattern in Java**

The State Design Pattern allows the context (the object that has a certain state) to behave differently based on the currently active ConcreteState instance

![http://www.codeproject.com/KB/architecture/509234/StateDesign.gif](data:image/gif;base64,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)

Let’s take a closer look into the parts that make up the state design pattern.

#### Context Object

Context is an instance of a class that owns (contains) the state. The context is an object that represents a thing that can have more than one state. In fact, it could have many different states. There is really no limit. It is perfectly fine to have many possible state objects even into the hundreds. It is coming to have context objects with only a handful of possible states, though.

The Context object has at least one method to process requests and passes these requests along to the state objects for processing. The context has no clue on what the possible states are. The context must not be aware of the meaning of these different states. It is important that the context object does not do any manipulation of the states (no state changes). The only exception is that the context may set an initial state at startup and therefore must be aware of the existence of that initial state. This initial state can be set in code or come from an external configuration.

The only concern that the context has is to pass the request to the underlying state object for processing. The big advantage of not knowing what states the context could be in is that you can add as many new states as required over time. This makes maintaining the context super simple and super flexible. A true time saver and a step closer to being rich beyond your wildest dreams (almost).

#### State

The State class is an abstract class. It is usually an abstract class and not an interface (IInterface). This class is the base class for all possible states. The reason why this class is usually an abstract class and not an interface is because there are usually common actions required to apply to all states. These global methods can be implemented in this base class. Since you can’t do any implementation in Interfaces, abstract classes are perfect for this. Even if you do not have any initial global base methods, use abstract classes anyways because you never know if you might need base methods later on.

The State class defines all possible method signatures that all states must implement. This is extremely important to keep the maintenance of all possible states as simple as possible. Since all states will implement these methods signatures and if you forget to implement a new method, the compiler will warn you at compile time. An awesome safety net.

#### ConcreteState

The ConcreteState object implements the actual state behavior for the context object. It inherits from the base State class. The ConcreteState class must implement all methods from the abstract base class State.

The ConcreteState object has all the business knowledge required to make decisions about its state behavior. It makes decisions on when and how it should switch from one state to another. It has knowledge of other possible ConcreteState objects so that it can switch to another state if required.

The ConcreteState object can even check other context objects and their states to make business decisions. Many times, an object may have more than one context object. When this happens, a ConcreteState object may need to access these different states and make a decision based on active states. This allows for complicated scenarios but fairly easy to implement using the state design pattern. You will see an example later in this article that shows multiple context objects and their states and the need to work together.

The ConcreteState object also is capable of handling before and after transitioning to states. Being aware of a transition about to happen is an extremely powerful feature. For example, this can be used for logging, audit recording, security, firing off external services, kicking of workflows, etc. and many other purposes.

# State

Also known as Objects for States

## **Pattern Properties**

Type: Behavioral

Level: Object

## **Purpose**

To easily change an object’s behavior at runtime.

## **Introduction**

An application often behaves differently depending on the values of its internal variables. For instance, when you're working on a text file, you need to periodically save your work. Most current text editors allow you to save a document only when something has changed in the text. As soon as you save the content the text is considered to be “clean;” the file content is the same as the content currently on display. At this point the Save option is not available as it serves no purpose.

Implementing this decision-making in the individual methods makes the code hard to maintain and read. The result is that these methods contain long if/ else statements. A common tactic is to store the state of an object in a single variable using constants for a value. With this approach the methods normally contain large switch/case statements that are very similar in each method.

Objects are state and behavior; state is kept in its attributes and the behavior is defined in methods. The State pattern allows you to change the behavior of an object dynamically. This dynamic behavior is achieved by delegating all method calls that rely on certain values to a State object. Such a State object is state and behavior as well, so that when you change State objects, you also receive a different behavior. The methods in the specific State classes no longer have to use if/else or switch statements; the State object defines the behavior for one state.

## **Applicability**

Use the State pattern when:

* The object’s behavior depends on its state and the state changes frequently.
* Methods have large conditional statements that depend on the state of the object.

## **Description**

Objects that have different behavior based on their current state might be difficult to implement without the State pattern. As mentioned before, implementation without using the State pattern often results in using constants as a way of keeping track of the current state, and in lengthy switch statements within methods. Most of those methods in the same class have a similar structure (determining the current state).

Consider a door. What are the normal operations you can do with a simple door? You can open and close a door, leaving the door in one of its two states: Closed or Open. Calling the close method on a Closed door accomplishes nothing, but calling the close method on an Open door changes the state of the door to Closed.

The State transition diagram is shown in [Figure 2.11](https://www.safaribooksonline.com/library/view/Applied+Java%E2%84%A2+Patterns/0130935387/ch02.html#ch02fig11).
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**Figure 2.11. State transition diagram for a door**

The current state of the door makes it behave differently in response to the same command.

## **Implementation**

The class diagram for the State pattern is shown in [Figure 2.12](https://www.safaribooksonline.com/library/view/Applied+Java%E2%84%A2+Patterns/0130935387/ch02.html#ch02fig12).
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**Figure 2.12. State class diagram**

Implementing the State pattern requires:

* **Context –.**Keeps a reference to the current state, and is the interface for other clients to use. It delegates all state-specific method calls to the current State object.
* **State –.**Defines all the methods that depend on the state of the object.
* **ConcreteState –.**Implements the State interface, and implements specific behavior for one state.

The Context or the ConcreteState can determine the transition between states. This is not specified by the State pattern. When the number of states is fixed, the most appropriate place to put the transition logic is in the Context.

However, you gain more flexibility by placing the transition logic in the State subclasses. In that case, each State determines the transition—which is the next State, under what circumstances the transition occurs, and when it occurs. This makes it much easier to change part of the Statetransitions and add new States to the system. The drawback is that each class that implementsState is dependent on other classes—each State implementation must know at least one otherState. If the State implementations determine the transition, the Context must provide a way for the State to set the new current State in the Context.

You can create state objects two using two methods: lazy instantiation or upfront creation.

* Lazy instantiation creates the State objects at the time they are needed. This is useful only if the state rarely changes. It is required if the different states are unknown at the start of the application. Lazy instantiation prevents large, costly states from being created if they will never be used.
* Up-front creation is the most common choice. All the state objects are created at startup. You reuse a state object instead of destroying and creating one each time, meaning that instantiation costs are paid only once. This makes sense if the state transitions are frequent—if a state is likely to be needed again soon.

## **Benefits and Drawbacks**

Benefits and drawbacks include the following:

* State partitions behavior based on state – This gives you a much clearer view of the behavior. When the object is in a specific state, look at the corresponding State subclass. All the possible behavior from that state is included there.
* State offers structure and makes its intent clearer – The commonly used alternative to the State pattern is to use constants, and to use a switch statement to determine the appropriate actions. This is a poor solution because it creates duplication. A number of methods use almost exactly the same switch statement structure. If you want to add a new state in such a system you have to change all the methods in the Context class by adding a new element to each switch statement. This is both tedious and error-prone. By contrast, the same change in a system that uses the State pattern is implemented simply by creating one new state implementation.
* State transitions are explicit – When using constants for state, it is easy to confuse a state change with a variable assignment because they are syntactically the same. States are now compartmentalized in objects, making it much easier to recognize a state change.
* State can be shared – If State subclasses contain only behavior and no instance variables, they have effectively become Flyweights. (See “ [Flyweight](https://www.safaribooksonline.com/library/view/Applied+Java%E2%84%A2+Patterns/0130935387/ch03.html#ch03lev1sec6) ” on page 183.) Any state they need can be passed to them by the Context. This reduces the number of objects in the system.
* The State pattern uses a large number of classes – The increased number of classes might be considered a disadvantage. The State pattern creates at least one class for every possible state. But when you consider the alternative (long switch statements in methods), it’s clear that the large number of classes is an advantage, because they present a much clearer view.

## **Pattern Variants**

One of the challenges of the State pattern is determining who governs the state transitions. The choice between the Context and the State subclasses was discussed previously. A third option is to look up the transitions in a table structure, with a table for each state, which maps every possible input to a succeeding state [Car92]. This converts the transition code into a table lookup operation.

The benefit is the regularity. To change the transition criteria, only the data in the table has to be changed instead of the actual code. But the disadvantages are numerous:

* Table lookups are often less efficient than a method call.
* Putting the transition logic in a table makes the logic harder to understand quickly.

The main difference is that the State pattern is focused on modeling the behavior based on the state, whereas the table approach focuses on the transitions between the different states.

A combination of these two approaches combines the dynamics of the table-driven model with the State pattern. Store the transitions in a HashMap, but instead of having a table for each state, create aHashMap for every method in the State interface. That’s because the next state is most likely different for each method.

In the HashMap, use the old state as the key and the new state as the value. Adding a new State is very easy; add the class and have the class change the appropriate HashMaps. This variant is also demonstrated in the Example section for this pattern.

### So How Does It Work In Java?

We'll use the state of an mp3 player to give an example of the state pattern in action. First we set up a context for our mp3 playe.

//Context

public class MP3PlayerContext {

private State state;

private MP3PlayerContext(State state) {

this.state= state;

}

public void play() {

state.pressPlay(this);

}

public void setState(State state) {

this.state = state;

}

public State getState() {

return state;

}

}

Now we'll create our state interface. In this example, we've just got a play button.

private interface State {

public void pressPlay(MP3PlayerContext context);

}

And finally, creating a state for Standby and for Playing.

public class StandbyState implements State {

public void pressPlay(MP3PlayerContext context) {

context.setState(new PlayingState());

}

}

public class PlayingState implements State {

public void pressPlay(MP3PlayerContext context) {

context.setState(new StandbyState());

}

}

So this shows how the state pattern works at a simple level. Of course, our pressPlay methods would do more than simply set the state of the context.